Maturity is also about the Capability to Conform the Process to the Right Context!
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ABSTRACT
Organizations, their businesses and contexts are multi-dimensional, diverse, and very complex today. Hence, creating homogeneous process models for managing them may not always be an optimal solution. Instead, organizations should be able to tailor their processes to the formality level required for the context at hand. In this paper, we claim that the organizational maturity is not only about how organizations are capable to manage their processes. It is also about how capable they are in adapting them to specific contexts and business needs. We also suggest Context-Driven Process Orchestration Method (CoDPOM), based on the concept of practice choreography and process orchestration. The CoDPOM’s role is to aid software practitioners in identifying process needs and in recognizing waste which, in turn, would aid them in adapting their software processes to specific contexts, business needs and formality levels.

Categories and Subject Descriptors
D.2.9 [Management]: Software Process Models.

General Terms
Management, Documentation.
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1. INTRODUCTION
Companies have many processes that are run in parallel and/or in sequence. To manage them, they have defined homogeneous organization-wide generic process models and guidelines to be reused in various project and non-project related contexts. Soon, however, they have realized that the process contexts strongly vary and that there is no such thing as one homogeneous software process model that fits all the heterogeneous contexts.

To embrace heterogeneity, software organizations have created many process variants that are dedicated to various needs, development styles, product complexities, process formalities, cultures, and project types [2], [3]. This is, however, not an optimal way of defining processes and maximizing business and productivity results. It creates a challenge of how to manage a broad portfolio of processes, how to choose among them and how to mine and reuse knowledge and experience from them. It also creates a challenge to track the generic processes, identify their variants, and thereby, extract knowledge and experience from them in order to effectively reuse them in the future. All this hampers organizations from improving their processes and makes them continuously reinvent the wheel [9].

Forcing individuals to follow standardized and homogeneous process models within organizations may sometimes have a negative impact on their creativity and productivity. Many times, attempts to make the processes compliant with process models get in the way and slow down the production pace. They also strongly impact the software engineers’ motivation for conducting their chores in some specific contexts. [1]

It appears that there is no universal formula for choosing the right processes for the right contexts and formality levels. Organizations, their businesses and contexts are multi-dimensional, diverse and very complex. Using homogenous process models for managing them may not always be an optimal solution. For this reason, we feel that the software community needs a formula for identifying process needs and for recognizing waste which would aid them in adapting their processes to specific contexts, business needs and formality levels. The new formula should also allow the companies to assess the organizational maturity from the perspective of how effective the organizations are in adapting their processes to a particular context and formality level.
In this paper, we claim that the organizational maturity is not only about how organizations are capable to manage their processes, but also how capable they are in adapting them to specific contexts and business needs. The organizational maturity is dependent on how organizations are capable of accumulating and reusing their process knowledge in various process-related contexts in order to maximize their business results and minimize process missteps. Hence, it should also be strongly dependent on how they are capable to orchestrate their processes and practices so that they match the needs and contexts of current business objectives, needs, quality requirements, and market trends.

In this paper, we also suggest context-driven process orchestration method (CoDPOM) based on the concept of practice choreography and process orchestration. The scope of CoDPOM applies to all types of processes: primary lifecycle processes, supporting lifecycle processes and various management processes [6].

The remainder of this paper is as follows. Section 2 presents CoDPOM method. Section 3 raises questions that need to be researched on. Finally, Section 4, rounds up this paper by claiming that the CoDPOM method might be one of the silver bullet solutions that the software community is striving for today.

2. CoDPOM

It is essential to choose the right set of activities for the right process, its context and formality requirements. Hence, when creating process instances to be executed in a specific context, CoDPOM considers six elements. These are Process Backbone, Practices, Process Orchestration, Repositories and Modeling Tools, Strategies and Policies, and Formality Levels (see Figure 1).

2.1 Process Backbone

Process backbone provides a process template for all the processes. It is the most sustaining process part constituting a common denominator for all the processes. It provides a foundation for choreographing the practices.

As illustrated in Figure 2, we suggest one generic process backbone and two specialized ones, sequential and iterative. The reason to why we have chosen those two styles is the fact that they are the most commonly used styles in the industry today. They also constitute a platform for defining other more specialized process styles, if need arises.

Processes do not need to exclusively follow a specific sequential or iterative process style. The styles may be mixed in many contexts. An example is provided in Figure 3 where the Sequential Process Backbone constitutes a template for defining a business cycle process instance, whereas the Iterative Process Backbone constitutes a platform for a highly iterative implementation process instance. The belonging to a specialized process backbone process is not exclusive. The iterative backbone process may be part of the sequential process and vice versa.

2.2 Practice

The next core element in creating process instances is practice. We define practice as a way of working that has been developed through knowledge and experience gained when developing and maintaining software systems. Practices are core elements in creating processes.

As illustrated on the left hand side of Figure 4, each practice is described with eleven properties. However, the contents of Properties 3-11 are driven by the first two properties which are Context and Formality Level. It is their values that determine the following:

- Process using the practice.
- Activities belonging to the practice at hand.
- Information required for managing the practice.
- Measurement covering the measurement goals relevant for the practice and its formality level.
- Documentation needs relevant for the formality level required.
- Experience reporting on knowledge, feedback or skills gained while being involved in or exposed to the practice.
- Expertise and roles required for performing the practice.
- Policies and strategies for creating the practice.
- Guidelines for how to choreograph the practice with other practices.
2.3 Process Orchestration

The process backbone is the central part of a process. It corresponds to a practice container. It is method neutral. A specific process instance is realized by choreographing existing software practices relevant for the context at hand [5]. A specific process instance is created on an as-needed and context-driven basis. Depending on the context at hand, the orchestration may result in heavyweight, middleweight or lightweight process instances or a mixture of those.

The organizations should feel free to decide when to bind their practices when orchestrating their processes. Both early and late bindings should be allowed. In the contexts dealing with many changes when orchestrating their processes. Both early and late bindings should be allowed. In the contexts dealing with many uncertainties and unknowns, we recommend as late binding as possible. In other contexts, practices may be early bound to specific process instances. However, in cases of unexpected situations, they should be easily unbound and rebound. The reasons may be emergent changes to be made to the systems or processes, changed contexts, changes prerequisites, changed needs, changed understanding, and the like.

To orchestrate processes is not only easy bearing in mind the fact that processes may comprise a great number of practices, they may need to follow specific organizational strategies and policies, they may have to consider the context and changes within it and they may have to adhere to specific formality levels. In order to obtain processes that are suitable for specific contexts and needs, the organizations should compose processes by extracting and assembling practices. To maximize process results and to minimize process mistakes, waste and failures, organizations need information supporting them in their process orchestration work. Such information is briefly presented on the right hand side of Figure 4. It includes thirteen different properties whose contents are driven by the first two properties which are Context and Formality Level. It is their values that determine the following:

- List and amount of practices chosen for a specific process.
- Order among the practices chosen for the orchestrated process at hand.
- Rules and recommendations to be followed when orchestrating and performing the process.
- Suggestions for the overall process measurement.
- Documentation needs relevant for the formality level required.
- Experience reporting on knowledge, feedback or skills gained while being involved in or exposed to the orchestrated process variant.
- Expertise and roles required for orchestrating and performing the orchestrated process.
- Meta models describing processes and their variants.
- Policies and strategies for creating the process.
- Orchestration instructions providing guidelines for how to combine practices.
- Scalability guidelines describing how the process can be shrank or expanded to fit the context at hand.

The roles involved in orchestrating and performing processes vary with the context as well. This is because the scope of CoDPOM method covers all the lifecycle processes, including primary lifecycle processes, supporting lifecycle processes and organizational lifecycle processes [6]. Hence, the choice of roles involved does not only depend on the context and the mandate of the roles involved but also on the processes to be orchestrated, their formality requirements and the formality requirements for their inherent practices.

2.4 Supporting Process Orchestration

Software organizations need to be supported with various organizational policies, strategies, repositories and modeling tools. Defining policies and strategies and considering them in process orchestration is crucial for succeeding when choosing the right process instance. Organizations must have policies defining shrewdness and prudence for a specific course of business action and strategies comprising carefully devised plans for acting towards achieving specific business goals.

Information on policies and strategies is very important for choosing the right practices and for orchestrating the appropriate processes. Especially important is it to stress that policies and strategies continuously change and adapt to the changing business environment. For this reason, CoDPOM covers the capability to create, change and enact new and/or existing policies and strategies.

Orchestrating processes is not trivial. First, it requires modeling tools for shaping the processes. Second, it requires relevant information and repositories recording process information. Third, it requires that the repositories be integrated with CASE tools so that they can (1) easily provide feedback while orchestrating and executing processes and (2) record current process information to provide experience and lessons learned for the purpose of future process orchestrations.

2.5 Process Formality and Maturity

The business objectives and contexts at hand do not always require high process formality. In some contexts, the organizations may be content with lower formality levels. For this reason, they need a context-driven adaptation method aiding them in determining process needs and in recognizing process waste.

To achieve context-driven process adaptation, we suggest that all the practices be defined on several formality levels and the processes be orchestrated according to the formality needs required. It is only then the organizations achieve process flexibility by choosing the appropriate process formality for their process instances.

Our concept of practice choreography and process orchestration influences the concept of organizational maturity to produce software. In our opinion, organizational maturity is not only about how organizations are capable to manage their processes.
Organizational maturity is also about how organizations are capable to conform their processes to the right contexts.

3. RESEARCH QUESTIONS

Our concept of process orchestration and orchestrated maturity influences the concept of process reuse, flexibility, leanness, scalability, completeness and coherence. Now, the practices may be reused in various contexts and on different formality levels. The process is highly flexible because it is orchestrated for a specific context. The process is highly scalable because the choice and amount of its practices is adapted to the current business, formality needs. The process is lean because it only uses the practices that are right for the context at hand [11]. When orchestrating processes, CoDPOM automatically excludes all waste. However, one should keep in mind that what is waste in one context may be an important prerequisite process element in another context. Our method is complete because it makes certain that the process only covers the practices that are required for the context at hand. And, finally, it is coherent because it creates logically consistent processes that match the current context.

Our method solves the documentation and measurement dilemma. By matching the documentation and measurement needs to a specific process formality requirements, it determines how much we should document and measure. It leads to higher stakeholder satisfaction as well. Individuals may feel confident that they perform realistic processes including the right tasks required for the right context. They may also be aware when to exploit their ingenuity and creativity or when to accept that the process rigidity does not allow enough space for any innovative or imaginative abilities [1].

Our method facilitates contract negotiations. The parties involved may agree upon the formality levels required for developing and maintaining software. This, in turn, may provide input to cost estimations. Finally, our concept suggests a framework delineating what is permitted and what is not permitted when orchestrating a process for a certain context and maturity level.

With our suggestion for a CoDPOM method, we do not claim that current process maturity models are useless or irrelevant. On the contrary, we believe that CoDPOM may complement the maturity models by providing guidelines for how organizations may tailor their process [4], [8], [10]. Also as illustrated in Figure 5, maturity models are an important ingredient in CoDPOM method.

Implementing CoDPOM method may not be easy. Right now, we have many questions that need to be researched on. Some of them are the following:

- When orchestrating processes, how do we find appropriate accuracy and level of detail?
- How do we reuse practices in an effective way?
- How do we meaningfully apply practices in the best way for a given context?
- How do we effectively scale up and down the process?
- How do we define waste and how do we value it in different contexts?
- How and in what contexts should we encourage individual ingenuity, creativity, and teamwork, and reuse of process assets?
- Can practices on different formality levels be choreographed in one and the same process instance?

Our concept of process orchestration and orchestrated maturity influences the concept of process reuse, flexibility, leanness, scalability, completeness and coherence. Now, the practices may be reused in various contexts and on different formality levels. The process is highly flexible because it is orchestrated for a specific context. The process is highly scalable because the choice and amount of its practices is adapted to the current business, formality needs. The process is lean because it only uses the practices that are right for the context at hand [11]. When orchestrating processes, CoDPOM automatically excludes all waste. However, one should keep in mind that what is waste in one context may be an important prerequisite process element in another context. Our method is complete because it makes certain that the process only covers the practices that are required for the context at hand. And, finally, it is coherent because it creates logically consistent processes that match the current context.

4. EPILOGUE

For years, the software community has tried to tackle the problem of rigid and inflexible processes, and for years, the software community has tried to find ways for making them more relaxed and flexible. We regard our CoDPOM method as a silver bullet solution to this problem. It aids the software organizations in supporting their needs for adapting their processes to the specific contexts, needs, and formality levels. In our opinion, it is the understanding of the context and the adaptation capability that is a token of organizational maturity. We strongly believe in our method and we strongly recommend that the software community continue elaborating on it. It is only in this way, we may see whether it is one of the potential silver bullets to be soon fired.
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