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ABSTRACT 
Future trends and current limitations presage a need for interdis-
ciplinary foundations for designing, constructing, maintaining, 
adapting, and rapidly deploying software-reliant systems with 
assured system capabilities at all scales.  

Categories and Subject Descriptors 
D.2.4 [Software Engineering]: Software/Program Verification – 
reliability, validation. F.3.1 [Theory of Computation]: Logics 
and Meanings of Programs – logics of programs, invariants. 

General Terms 
Design, Reliability, Theory, Verification. 

Keywords 
architecture, system of systems, ultra-large-scale systems, cyber-
physical systems, software assurance 

1. INTRODUCTION 
In general, the ability to rapidly develop and field software-reliant 
capability is deficient. Part of this deficiency can be attributed to 
business and governance issues. But part of the reason is techni-
cal—software systems science and engineering knowledge is 
inadequate to ensure that software-reliant capabilities can be rap-
idly fielded while being sufficiently safe, reliable, secure, respon-
sive, and adaptable to change.  
This deficiency applies across a spectrum of systems that rely on 
software to be functional (software-reliant systems). Such sys-
tems include safety-critical and embedded systems, IT applica-
tions, cyber-physical systems, families of similar systems, sys-
tems of independent systems, and ultra-large-scale systems. To-
day, the greatest challenges come when attempting to field or 
upgrade systems of systems (SoSs). When we say SoSs we don’t 
mean avionics systems, airplanes, or cars, but rather multi-system 
configurations in which the constituents are independent.  The 
constituent systems in SoSs are decisionally autonomous and 
interact independently but need to interoperate to provide local 
and global capabilities. SoSs can manifest as cyber-physical sys-
tems, socio-technical systems, or cyber-physical-social systems. 
SoSs serve the needs of various users by providing access to data 

and services created by different organizations. SoSs may include 
safety-critical elements running in concert with IT applications or 
enterprise systems, such as health-monitoring devices that com-
municate with both device-monitoring systems and individual 
electronic health records.  They may include families of similar 
systems, where interoperability challenges are only exacerbated 
when such systems are developed and maintained separately with 
no systematic means to take advantage of their commonality.  
Techniques for rapidly fielding and evolving systems of systems 
are clearly inadequate today. For example, today’s testing and 
security-certification processes are major barriers to rapid fielding 
of software-reliant systems because there is inadequate technol-
ogy to work quickly and still be confident that serious problems 
will be detected before fielding. Determining what constitutes 
acceptable behavior has itself become a problem. What does reli-
ability mean in this context? How does one “test” for agility and 
adaptability? To conduct early and ongoing analyses to ensure 
acceptable behavior of all software-reliant systems, software and 
system engineers need appropriate abstractions for each system 
type and for combinations of system types. Architecture has be-
gun to serve that role. While there is evidence that architecture-
centric practices are being adopted, the use of effective architec-
ture practices is still limited. This is evidenced in recent studies 
by NASA [3] and the NRC [8]. Increasing system scale and multi-
system configurations pose additional problems for architecture-
centric practices.  There is a dearth of effective architectural prin-
ciples and techniques that remain applicable as systems become 
more complex and as their social, physical, and computational 
elements become intertwined in SoSs.  
Future systems will be increasingly more complex. They will 
push beyond the bounds of today’s systems of systems in number 
of lines of code, amount of data, number of people involved, 
number of hardware and software elements, and number of con-
nections and interdependencies. They will be ultra-large-scale 
(ULS) systems [15]. Their inherent decentralization, continuous 
evolution and adaptation, heterogeneity, routine failures, and 
social embedding will further undermine the assumptions of tradi-
tional engineering approaches. New principles and techniques are 
needed to cope with these conditions.  
Future trends and current limitations presage a need for interdis-
ciplinary foundations for designing, constructing, maintaining, 
adapting, and rapidly deploying software-reliant systems with 
assured system capabilities at all scales. 
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2. CURRENT LIMITATIONS 
Current practice is to understand, develop, assure, and then finally 
field systems. In the understanding and developing phases, soft-
ware and system engineers often fail to recognize that acceptable 
behavior of software-reliant systems depends not just on accept-
able functionality but also on non-functional properties such as 
security, reliability, interoperability, openness, agility, and so on. 
These non-functional properties, or quality attributes, are not 
addressed sufficiently early in the system-development or evolu-
tion life cycle, resulting in frequent unacceptable system behavior 
and delays in fielding. There are too few early architectural trade-
off analyses based on quality attribute reasoning.  
Many traditionally developed systems are taking longer to field 
than ever, and their behavior is not improved in the process. Sys-
tems are traditionally developed in one environment (the “engi-
neering environment”) and deployed for use in another environ-
ment (“the operational environment”). Since new opportunities, 
capabilities, and threats are not always predictable and are con-
tinuously changing, this whole approach is becoming increasingly 
untenable. Moreover there is no way to know before fielding a 
system how it will behave in every possible situation. In many 
cases, attempts to do so are resulting in increasingly long concept-
to-deployment timeframes. And finally, in some cases the only 
way to match the tempo of market needs, or in the defense world 
of adversaries, is to allow end users to make changes directly 
within the operational environment. Systems then need to be de-
signed to ensure acceptable behavior in the face of user-added 
variations, and this is a not trivial.    
Though there is research aimed at overcoming the limitations of 
current practice, the research pales in comparison to the scope of 
technical challenges to be addressed. Gaps in current research 
include 
• quality attribute foundations for cyber-physical systems real-

time scheduling algorithms and concurrency strategies for 
multi-core platforms in cyber-physical systems 

• architecture principles and patterns that support the open, 
loose coupling required of SoSs 

• data modeling, requirements management, configuration 
management, identity management, and validation and certi-
fication techniques that directly support SoSs 

• SoS technology limitations (For example, service-oriented 
architecture (SOA)-based approaches are limited in the way 
they handle security, service orchestration, service discov-
ery, mediation, versioning, and application to constrained 
environments.) 

• quality attribute measures and associated architecture princi-
ples for ULS systems, where humans are not merely users 
but are elements in the systems 

• assurance approaches that address the special problems of 
SoSs 

• failure modes of SoSs and how to impose design constraints 
that limit or reduce such failure modes 

• technologies that will permit, and even encourage, innova-
tion to occur within the operational environment 

• automatic adaptation mechanisms to relax the need to com-
pletely anticipate user needs and how users will exploit sys-
tem capabilities to meet new needs 

3. NEEDED FOUNDATION FOR SUCCESS 
We strongly believe that research is needed with a focus on the 
structure and behavior of software-reliant systems and the inti-
mate relationship between structure and manifested quality attrib-
utes.  The goal of this research would be to develop theories, 
analyses, technologies, techniques, and methods for acquiring 
evidence used to predict and bound system behavior for systems 
in all domains and at all scales (embedded systems, stand-alone 
systems, cyber-physical systems, product line systems, SoSs, and 
ULS systems). At the same time, there is a need for the technical 
foundations to accommodate change and facilitate rapid and in-
situ deployment, in the face of increasing system scale, range, and 
heterogeneity; acceleration of the pace of change; and uncertainty 
presented by new technologies, new threats, and unanticipated 
system uses.  
We believe this will require a combination of formal notations, 
quantitative analyses, and qualitative methods that   
• address conflicts between quality attributes, interfaces be-

tween the computational and physical aspects of systems, 
and systems with concerns of varying levels of criticality 

• provide foundations for handling multiple critical quality 
attributes in dynamic and resource-constrained environments  

• provide improved theories of system structure for bounding 
the behavior of systems of systems 

• explicitly recognize that systems of increasingly large scale 
will manifest new quality attributes; will require the use of 
non-traditional theories and analyses for their software de-
sign, construction, deployment, adaptation, and evolution; 
and will require new technologies and methods to accommo-
date their scale 

3.1 Quality Attribute Foundations/Analyses 
Cyber-physical systems have critical quality attribute require-
ments such as reliability and real-time performance requirements 
and hence warrant deep analyses to assure their behavior. How-
ever theoretical limitations hinder performing such analyses. 
Moreover, techniques do not exist for analytically determining the 
ways that multiple attributes affect one another and ultimately for 
making tradeoffs between conflicting attributes. 
Traditional statistical techniques for analyzing hardware reliabil-
ity are not applicable to software. These techniques assume that 
designs evolve slowly. They also assume that the longer a soft-
ware-reliant system executes, the more likely it is that latent de-
fects will be discovered [14]. This approach is problematic be-
cause system designs can evolve rapidly and are often used in 
continuously changing environments. Moreover, since many de-
fects will manifest only after system integration, they will be 
discovered too late in development and therefore will be very 
costly to fix.  
The system's architecture in its very structure and properties con-
tains important information that should be exploited to improve 
software-reliant system reliability through analysis and testing. 
But methods and techniques do not exist to exploit it. To date, 
architecture has been exploited in testing only in minor ways; 
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such as to inform regression-testing plans [13] and unit testing 
[11]. Researchers have attempted to apply various formal methods 
to the problem of detecting component mismatch [6, 7], but these 
rely on the presence of behavioral and interface specifications that 
are far more complete and formal than are found in practice. 
The eventual migration of cyber-physical systems to multi-core 
platforms will require new foundations for providing perform-
ance-related guarantees. Most recent real-time scheduling re-
search has focused on single-core allocation [2, 5], and initial 
work in parallelizing jobs for multi-core has been very restrictive 
[10].  
Migration to multi-core platforms will introduce new concurrency 
patterns leading to different and possibly undesirable runtime 
behavior. Problems introduced as a consequence of migration will 
be difficult to diagnose and fix. Tools and techniques for analyz-
ing concurrent systems continue to be limited by the “state space 
explosion” problem. Verification has proven to be non-scalable 
when scheduling disciplines and synchronization protocols are 
ignored as they are in state-of-the-art approaches [9, 4].  
Consolidation of multiple single-core systems into a single multi-
core system could also result in critical and non-critical function-
ality being co-resident on the same platform. The mixed criticality 
resulting from such consolidation will need to be addressed. Tra-
ditional techniques use isolation approaches that ignore criticality 
[16, 1], leading to the possibility of critical tasks being prevented 
from acquiring resources.  
To fully exploit multi-core platforms, new flexible scheduling 
algorithms for parallelized jobs must be developed and analyzed. 

3.2 Architecture-Centric Practices 
Practices do not exist for uniformly applying architecture and 
quality attribute principles across SoSs and their constituent sys-
tems. Design and evolution strategies are ad hoc. Many architec-
tural patterns have been created for software architecture, but not 
for system-of-systems architectures. In particular, standard strate-
gies for end-to-end resource management (including handling 
degraded modes of operation) do not exist for SoSs.  
The increasing scale and complexity of long-lived systems also 
underscores the role of architecture in balancing the need to pre-
pare a system for future modifications with the need to provide 
immediate capability. Within the software community, there is a 
shift toward adopting software-development processes that claim 
to accelerate delivery of technical capabilities in the face of an 
uncertain future. While agile software development techniques 
provide some guidance for quick capability delivery, they do not 
account for unanticipated interactions within complex unprece-
dented systems (either during their initial development or as they 
evolve over their lifespan). On the other hand, too much upfront 
architecting can compromise rapid delivery of capability and can 
be wasteful in anticipation of future needs that change. Tech-
niques for determining the right balance of architecture and agil-
ity do not exist, but are vital to the ongoing debate about the ap-
propriateness of agile methods for today’s systems. 

3.3 Architecture Principles for ULS Systems 
Increasing scale poses additional problems for systems that have 
(even some, if not all of the) ULS system characteristics. Well-
established notions of architecture and quality attributes for ULS 
systems do not exist. Overall health indicators have not been de-

fined. And generally techniques for designing, evaluating, and 
evolving ULS systems need to be developed. 
We regard human and social behavior as a critical locus of adap-
tive capability in systems that will operate in environments that 
are intrinsically unstable, and about which information will be 
necessarily incomplete, fragmented, distributed, and of variable 
veracity. This requires new architectural concepts inspired by 
well-studied analytic theories developed in the human sciences. 
For example, we have demonstrated how to allocate tactical net-
work bandwidth in response to changing human needs by using 
auction mechanisms. These mechanisms build on well-studied 
microeconomic foundations that account for human value, incen-
tive, and rational behavior [11].   
Human self interest is an example of the ULS system characteris-
tic “erosion of the people/system boundary: people will not just 
be users of a ULS system; they will be elements of the system, 
affecting its overall emergent behavior.” [15]. Therefore resource-
allocation decisions will require theories and techniques that ac-
count for the interactions between the social and computational 
aspects of systems. Moreover, since ULS systems are constantly 
evolving, the factors that cause change need to be better under-
stood and principles for how ULS systems react to these factors 
need to be developed. 
We need to invert our thinking from the traditional notion that 
humans play prescribed roles in technical systems to one where 
computation plays prescribed roles in social systems. That is, 
instead of human behavior being bounded by what the system 
allows, we need to define the system to support unpredictable 
human needs and interactions. This inversion necessarily forces 
us to rethink the role and principles of software engineering, but 
is critical to achieving the required tempos for software adaptation 
and innovation.  The ultimate goal is to field socio-technical sys-
tems that are fundamentally self-adaptive.  

4. CONCLUSION 
From a software engineering perspective, we are currently ill-
equipped to meet the challenges of assuring the desirable behavior 
of many of today’s and certainly tomorrow’s software-reliant 
systems.  The needed research agenda is broad and deep.  How-
ever, success implies faster availability of assured and flexible 
software-reliant system capability. Instead of taking years to ac-
quire integrated systems and certify them through the testing 
process, new techniques will allow for incremental delivery of 
assured capability. These techniques will enable the delivered 
capability to be sufficiently safe, reliable, secure, responsive, and 
adaptable to change. In particular, a stronger technical foundation 
will enable 
• early detection of potential system and system-of-systems 

problems  

• efficient use of the available processing power of multi-core 
platforms 

• analysis of social and computational interaction in systems to 
allocate system resources more safely and efficiently  

• identification of elements of the assurance process that con-
tribute most to establishing justified confidence in system 
behavior 

• reduced time needed to field new software-reliant systems 
and achieve adequate confidence in overall system behavior, 
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even when the development and evolution of system con-
stituents are not completely under centralized control 

• ability of end users to introduce software changes to meet 
their local needs with minimal negative impact on other us-
ers (for example, on overall system reliability, security, and 
performance) 
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